**Latest Codes Documentation**

Final Mesh Network Configuration( Including Handshaking):

1.1 Sensor node:

**#include <WaspSensorEvent\_v30.h>**

**#include <WaspXBeeDM.h>**

**#include <WaspFrame.h>**

**char RX\_ADDRESS[] = "0013A200416B4D87";**

**char WASPMOTE\_ID[] = "A";**

**uint8\_t error;**

**float value1 = 0;**

**float temp;**

**float humd;**

**float pres;**

**float Motion;**

**float value;**

**pirSensorClass pir(SOCKET\_1);**

**void setup()**

**{USB.ON();**

**USB.println(F("Start program"));**

**frame.setID( WASPMOTE\_ID );**

**Events.ON();**

**Events.attachInt();}**

**void loop()**

**{Motion = pir.readPirSensor();**

**temp = Events.getTemperature();**

**humd = Events.getHumidity();**

**pres = Events.getPressure();**

**if (Motion == 1)**

**{USB.println(F(" Presence detected")); }**

**else { USB.println(F(" Presence not detected"));}**

**USB.print("Temperature: ");**

**USB.println(temp);**

**USB.print("Humidity: ");**

**USB.println(humd);**

**USB.print("Pressure: ");**

**USB.println(pres);**

**USB.println("-----------------------------");**

**USB.println(F("enter deep sleep"));**

**PWR.deepSleep("00:00:00:03", RTC\_OFFSET, RTC\_ALM1\_MODE1, SENSOR\_ON);**

**USB.ON();**

**USB.println(F("wake up\n"));**

**if (intFlag & RTC\_INT)**

**{USB.println(F("-------------------------------------"));**

**USB.println(F("RTC INT captured"));**

**USB.println(F("-------------------------------------"));**

**intFlag &= ~(RTC\_INT);}**

**sendInfoData();}**

**void sendInfoData()**

**{xbeeDM.ON();**

**temp = Events.getTemperature();**

**humd = Events.getHumidity();**

**pres = Events.getPressure();**

**Motion = pir.readPirSensor();**

**frame.createFrame(ASCII);**

**frame.addSensor(SENSOR\_EVENTS\_TC, temp);**

**frame.addSensor(SENSOR\_EVENTS\_HUM, humd);**

**frame.addSensor(SENSOR\_EVENTS\_PRES, pres);**

**frame.addSensor(SENSOR\_EVENTS\_PIR, Motion);**

**frame.showFrame();**

**error = xbeeDM.send( RX\_ADDRESS, frame.buffer, frame.length );**

**if ( error == 0 )**

**{USB.println(F("send ok"));**

**Utils.blinkGreenLED(); }**

**else{USB.println(F("send error"));**

**Utils.blinkRedLED();}**

**USB.print(F("Battery Level: "));**

**USB.print(PWR.getBatteryLevel(),DEC);**

**USB.print(F(" %"));**

**USB.print(F(" | Battery (Volts): "));**

**USB.print(PWR.getBatteryVolts());**

**USB.println(F(" V"));**

**delay(1000);}**

* 1. Sensor and Relay node Configuration(prefer to use for all the nodes):

**#include <WaspXBeeDM.h>**

**#include <WaspFrame.h>**

**#include <WaspSensorEvent\_v30.h>**

**char RX\_ADDRESS[] = "0013A200416B4D87";**

**char WASPMOTE\_ID[] = "M";**

**uint8\_t error;**

**float value1 = 0;**

**float temp;**

**float humd;**

**float pres;**

**float Motion;**

**float value;**

**pirSensorClass pir(SOCKET\_1);**

**void setup()**

**{ USB.ON();**

**USB.println(F("Sending packets and scanning example"));**

**frame.setID( WASPMOTE\_ID );**

**xbeeDM.ON();**

**Events.ON();**

**Events.attachInt();}**

**void loop()**

**{ Motion = pir.readPirSensor();**

**temp = Events.getTemperature();**

**humd = Events.getHumidity();**

**pres = Events.getPressure();**

**if (Motion == 1)**

**{ USB.println(F(" Presence detected")); }**

**else { USB.println(F(" Presence not detected")); }**

**USB.print("Temperature: ");**

**USB.println(temp);**

**USB.print("Humidity: ");**

**USB.println(humd);**

**USB.print("Pressure: ");**

**USB.println(pres);**

**USB.println("-----------------------------");**

**temp = Events.getTemperature();**

**humd = Events.getHumidity();**

**pres = Events.getPressure();**

**Motion = pir.readPirSensor();**

**frame.createFrame(ASCII);**

**frame.addSensor(SENSOR\_EVENTS\_TC, temp);**

**frame.addSensor(SENSOR\_EVENTS\_HUM, humd);**

**frame.addSensor(SENSOR\_EVENTS\_PRES, pres);**

**frame.addSensor(SENSOR\_EVENTS\_PIR, Motion);**

**frame.showFrame();**

**error = xbeeDM.send( RX\_ADDRESS, frame.buffer, frame.length );**

**if( error == 0 )**

**{USB.println(F("send ok"));**

**Utils.blinkGreenLED(); }**

**else {USB.println(F("send error"));**

**Utils.blinkRedLED();}**

**delay(5000);**

**xbeeDM.scanNetwork();**

**USB.print(F("\n\ntotalScannedBrothers:"));**

**USB.println(xbeeDM.totalScannedBrothers,DEC);**

**printScanInfo();**

**delay(5000);}**

**void printScanInfo()**

**{ USB.println(F("----------------------------"));**

**for(int i=0; i<xbeeDM.totalScannedBrothers; i++)**

**{ USB.print(F("MAC:"));**

**USB.printHex(xbeeDM.scannedBrothers[i].SH[0]);**

**USB.printHex(xbeeDM.scannedBrothers[i].SH[1]);**

**USB.printHex(xbeeDM.scannedBrothers[i].SH[2]);**

**USB.printHex(xbeeDM.scannedBrothers[i].SH[3]);**

**USB.printHex(xbeeDM.scannedBrothers[i].SL[0]);**

**USB.printHex(xbeeDM.scannedBrothers[i].SL[1]);**

**USB.printHex(xbeeDM.scannedBrothers[i].SL[2]);**

**USB.printHex(xbeeDM.scannedBrothers[i].SL[3]);**

**USB.print(F("\nNI:"));**

**USB.print(xbeeDM.scannedBrothers[i].NI);**

**USB.print(F("\nDevice Type:"));**

**switch(xbeeDM.scannedBrothers[i].DT)**

**{ case 0: USB.print(F("End Device"));**

**break;**

**case 1: USB.print(F("Router"));**

**break;**

**case 2: USB.print(F("Coordinator"));**

**break; }**

**USB.print(F("\nPMY:"));**

**USB.printHex(xbeeDM.scannedBrothers[i].PMY[0]);**

**USB.printHex(xbeeDM.scannedBrothers[i].PMY[1]);**

**USB.print(F("\nPID:"));**

**USB.printHex(xbeeDM.scannedBrothers[i].PID[0]);**

**USB.printHex(xbeeDM.scannedBrothers[i].PID[1]);**

**USB.print(F("\nMID:"));**

**USB.printHex(xbeeDM.scannedBrothers[i].MID[0]);**

**USB.printHex(xbeeDM.scannedBrothers[i].MID[1]);**

**USB.println(F("\n----------------------------")); }**

**USB.print(F("Battery Level: "));**

**USB.print(PWR.getBatteryLevel(),DEC);**

**USB.print(F(" %"));**

**USB.print(F(" | Battery (Volts): "));**

**USB.print(PWR.getBatteryVolts());**

**USB.println(F(" V"));}**

* 1. Sync Node:

**#include <WaspXBeeDM.h>**

**#include <WaspFrame.h>**

**#define DEF\_BAUD\_RATE 9600 //for sync node only**

**char filename[]="FILE2.TXT";**

**uint8\_t sd\_answer;**

**int32\_t numLines=0;**

**uint8\_t error;**

**uint8\_t answer[256];**

**char response[256];**

**char x[256];**

**bool conf = false;**

**bool flag1 = false;**

**int i,f,n,c = 0;**

**int m =-1;**

**void setup()**

**{**

**settingup();**

**}**

**void loop()**

**{**

**if(!conf){**

**error = xbeeDM.receivePacketTimeout( 3000 ); //receive packets from nearby nodes**

**// check answer**

**if( error == 0 )**

**{**

**// Show data stored in '\_payload' buffer indicated by '\_length'**

**USB.print(F("Data: "));**

**USB.println( xbeeDM.\_payload, xbeeDM.\_length);**

**// Show data stored in '\_payload' buffer indicated by '\_length'**

**USB.print(F("Length: "));**

**USB.println( xbeeDM.\_length,DEC);**

**for(uint8\_t i = 0; i < xbeeDM.\_length; i++){ //save data received into char array x**

**x[i] = xbeeDM.\_payload[i];**

**}**

**sd\_answer = SD.appendln(filename,x); //add char array x to our sd card file**

**}**

**else //xbee receive timeout was reached or another error occured**

**{**

**// Print error message:**

**/\***

**\* '7' : Buffer full. Not enough memory space**

**\* '6' : Error escaping character within payload bytes**

**\* '5' : Error escaping character in checksum byte**

**\* '4' : Checksum is not correct**

**\* '3' : Checksum byte is not available**

**\* '2' : Frame Type is not valid**

**\* '1' : Timeout when receiving answer**

**\*/**

**USB.print(F("Error receiving a packet:"));**

**USB.println(error,DEC);**

**}**

**SD.showFile(filename); //show our sd card file**

**delay(200);**

**numLines = SD.numln(filename); //this is to see how many frames are currently saved in sd card**

**serialFlush(UART1); //resetting buffer in order to listen for drone node**

**memset(answer, 0x00, sizeof(answer) ); //resetting buffer in order to listen for drone node**

**USB.println("number of stored frames is : ");**

**USB.println(numLines);**

**if(numLines > 60)receivereq(); //listen for drone only after 60 or more packets are in sd card**

**}**

**if(conf){**

**m++;**

**sendframe();**

**receiveack();**

**delay(1500);**

**if(m==numLines){**

**sendLastframe();**

**m=-1;**

**conf=false;**

**sleepnode();**

**}**

**}**

**}**

**void receivereq(){**

**Utils.setMuxAux2(); //aux1 for hc12, aux2 for hf**

**delay(500);**

**USB.println("listening for 12s...");**

**memset(answer, 0x00, sizeof(answer) );**

**i=0;**

**c=0;**

**while(!serialAvailable(1) && c < 120){**

**delay(100);**

**c++;**

**}**

**while(serialAvailable(1)) //read the buffer from UART1, which is connected to aux2(hf)**

**{**

**answer[i]=serialRead(1);**

**i++;**

**delay(10);**

**}**

**for (uint8\_t a = 0; a < i; a++)**

**{**

**USB.print(answer[a]); //type out the response**

**}**

**USB.println();**

**for(uint8\_t o = 0; o < i; o++) //convert answer from bytes to chars**

**{**

**response[o] = (char)answer[o];**

**}**

**if(response[0] == '1' && response[1] == '2' && response[2] == '3' && response[3] == '4'){ //check for correct response**

**USB.println("pass matched, drone detected!");**

**conf = true; //change states**

**Utils.setMuxAux1(); //turn uart to hc12**

**response[0] = '\0'; //reset response to empty string in order to prepare to receive ack from drone node**

**delay(500);**

**for(int f = 0; f < 3; f++){ //send response back to the drone 3 times, 2sec between each time**

**printString("4321\n", 1);**

**USB.println("4321");**

**delay(2000);**

**}**

**}**

**delay(1500);**

**}**

**void sendframe(){**

**Utils.setMuxAux1(); //aux1 for hc12, aux2 for hf**

**delay(100);**

**// read new line (it is stored in SD.buffer)**

**SD.catln(filename,m,1);**

**printString(SD.buffer, 1); //send frame from sd card to drone node**

**delay(1200);**

**}**

**void sendLastframe(){**

**Utils.setMuxAux1(); //aux1 for hc12, aux2 for hf**

**delay(500);**

**printString("last frame was sent from network 1, going to sleep ...", 1); //send this string to**

**USB.println("last frame was sent from network 1, going to sleep ..."); //indicate that we finished transmission**

**}**

**void receiveack(){**

**Utils.setMuxAux2(); //aux1 for hc12, aux2 for hf**

**delay(500);**

**USB.println("listening...");**

**memset(answer, 0x00, sizeof(answer) );**

**i=0;**

**n=0;**

**while(!serialAvailable(1) && n < 70){**

**delay(100);**

**n++;**

**}**

**USB.println(n);**

**while(serialAvailable(1))**

**{**

**answer[i]=serialRead(1);**

**i++;**

**delay(10);**

**}**

**USB.println("response as bytes: ");**

**for (uint8\_t a = 0; a < i; a++)**

**{**

**USB.print(answer[a]); //type out the response**

**}**

**USB.println();**

**//response[0] = '\0';**

**USB.println("response as chars: ");**

**for(uint8\_t o = 0; o < i; o++) //convert req from bytes to chars**

**{**

**response[o] = (char)answer[o];**

**}**

**USB.println(response);**

**if(n==70 || (response[0] == '1' && response[1] == '2' && response[2] == '3' && response[3] == '4')){**

**conf=false;**

**USB.println("timeout 7s reached or drone in wrong loop switching back to listening ");**

**}**

**response[0] = '\0';**

**}**

**void settingup(){**

**RTC.ON();**

**ACC.ON();**

**USB.ON();**

**PWR.powerSocket(UART1, HIGH); //powering up**

**PWR.setSensorPower(SENS\_3V3, SENS\_ON); //set hc12 and hf on**

**WaspUART uart = WaspUART();**

**uart.setUART(UART1);**

**delay(500);**

**uart.setBaudrate(9600);**

**delay(500);**

**Utils.setMuxAux2(); //aux1 for hc12, aux2 for hf**

**delay(500);**

**serialFlush(UART1);**

**uart.beginUART();**

**delay(1500);**

**SD.ON();**

**// Delete file**

**sd\_answer = SD.del(filename);**

**if( sd\_answer == 1 )**

**{**

**USB.println(F("file deleted"));**

**}**

**else**

**{**

**USB.println(F("file NOT deleted"));**

**}**

**// Create file**

**sd\_answer = SD.create(filename);**

**if( sd\_answer == 1 )**

**{**

**USB.println(F("file created"));**

**}**

**else**

**{**

**USB.println(F("file NOT created"));**

**}**

**xbeeDM.ON();**

**xbeeDM.writeValues();**

**}**

**void sleepnode(){**

**USB.println("finished sending sd card file, entering deep sleep mode");**

**PWR.deepSleep("00:00:00:17", RTC\_OFFSET, RTC\_ALM1\_MODE1,**

**SENSOR\_ON);**

**USB.ON();**

**USB.println(F("wake up\n"));**

**if (intFlag & RTC\_INT)**

**{**

**USB.println(F("-------------------------------------"));**

**USB.println(F("RTC INT captured"));**

**USB.println(F("-------------------------------------"));**

**// clear flag**

**intFlag &= ~(RTC\_INT);**

**settingup();**

**}**

**}**

1.3 Drone node:

**// created by Ahmad Abdullah (German Jordanian University WSN project, supervised**

**// by Dr. Ala' Khalifeh)**

**#include <SD.h>**

**#include <SPI.h>**

**String Data;**

**File file;**

**char myFileName[] = "test.txt";**

**String pass = "1234\n";**

**String Data2;**

**String Data3;**

**String Data4;**

**String ack = "ACK\n";**

**int conf = 0;**

**int m = 0;**

**void setup() {**

**pinMode(10, OUTPUT);**

**digitalWrite(10, HIGH);**

**Serial3.begin(9600); //hc12 link**

**Serial2.begin(9600); //hf link**

**Serial.begin(9600); //for usb**

**pinMode(53, OUTPUT); //slave select for sd card**

**digitalWrite(53, LOW); //making sure sd card is selected**

**pinMode(SS, OUTPUT); //for sd card**

**if(!SD.begin(53))Serial.println("SD card not initialized"); //incase sd card is not working**

**else Serial.println("SD card initialized");**

**}**

**void loop(){**

**if(conf==0)sendandlisten(); //drone searching for sync nodes**

**if(conf==1){**

**ReadFrameandSendAck(); //receiving from sync node**

**delay(3500);**

**if(m==3){**

**conf=0;**

**m=0;**

**file.close(); //close file after reception is complete**

**}**

**}**

**}**

**void sendandlisten(){**

**Serial2.print(pass);**

**Serial.println(pass);**

**delay(2000);**

**Data2 = Serial3.readString();**

**Serial.println("received...");**

**Serial.print(Data2);**

**if(Data2 == "4321\n") //this if statement can be modified to filter out network clusters,**

**{ //since variable Data2 could differ from one sync node to the other**

**Serial.println("Correct response, network detected");**

**file = SD.open(myFileName, FILE\_WRITE); //open a file**

**file.println("----new initialization---"); //add a new line indicating a new session**

**file.flush(); //save the file**

**conf++; //change state to network not found to network found**

**}**

**}**

**void ReadFrameandSendAck(){**

**if(Serial3.available()){ //check to see if we have new data**

**delay(200);**

**Data4 = Serial3.readString(); //read the data**

**Serial.println("from HF: ");**

**Serial.println(Data4);**

**file.println(Data4); //write data into sd card**

**file.flush(); //save data into sd card**

**Serial.println("sending ack ");**

**delay(500);**

**Serial2.print(ack); //send ack back to sync node**

**m = 0; //zeroing counter m since we're in range**

**}**

**else {**

**m++; //we stopped receiving frames, at m=3 we'll go back to sending requests**

**Serial.println("no new frame received ");**

**}**

**}**

**Matlab Parsing Code:**

function [t] = parse(a)

sz = size(a);

edit exp.txt;

fileID = fopen('exp.txt','w');

for i=1:1:sz(2)

a1 = string(a(1,i));

str1 = extractBetween(a1,'TC:','#HUM');

str2 = extractBetween(a1,'HUM:','#PRES');

str3 = extractBetween(a1,'PRES:','#PIR');

str4 = extractBetween(a1,'PIR:','#');

fprintf(fileID,'Temperature : ');

fprintf(fileID,'%s \n',str1);

fprintf(fileID,'Humidity : ');

fprintf(fileID,'%s \n',str2);

fprintf(fileID,'Pressure : ');

fprintf(fileID,'%s \n',str3);

fprintf(fileID,'Motion detection : ');

fprintf(fileID,'%s \n',str4);

fprintf(fileID,'--------------------------- \n');

end

fclose(fileID);

return

**How to open the text file in matlab**

Make sure your text file and matlab code file in the same directory and opened. When you call the function using the following command on the window command:

temp = regexp(fileread('TEST.txt'), '\r?\n', 'split');

Then call the function:

wip(temp)

The output of this function:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeYAAAFaCAYAAADLm/7BAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAADEaSURBVHhe7d09juuwFYZhr0qId+PKS1EXV0GaNEkXBKq9hFTRAuJNTLqkU3goUjqkKIn68Qx97/sABMaWRf34gp9J+5KXP/3pTx3lnPLXv/61+/vf/97985//7P773/92OOZ///tf17Zt949//KP729/+1v35z39O3ncKhUL5lcrlP//5T3dWAQAAxxDMAAAUhGAGAKAgBDMAAAUhmAEAKAjBDABAQbKDuW2arr5V3eVy65qvr+Rrjno9rqb+S6Jcu8fLvQiFe3b36/i+3WffOPM6ec396R7neb2e3fNx767mGNdE3WvbAaB0m3vMdfXeYPaN6fN+6Xyb/bj+WsH8uN5NLP2a5L26P92b9Xq5x/3DUf/84/norhuDefA04bv0j2JtOwAUqqhg1nQwB0yPaOyRmV7R/WGaeeF6YCb0+u0m/KRxds9JVQ/7vAkE6VG5/WVb0H7P1t+T87LPm51sz8zVMZyqCZuwx6gu4mWCyNWri79OP2LgH+tjeavHXzn/PK/+Xso9dM/sJdcUv4/Pu3tO7kfyTc5AMAP4RX1cMD/u9zBoJIhM+PR/S/D1veuXCS0bLObvIQgMCWcbVkMl0nsbA2ixfs80+hK6Eiq2HvMaXd/4d/o6lnrMkyBLBczC8bPOf9VJwSzvxzX8YGBHRfwFEswAMPFZwTzT4xwCxAWBJeHlKtBhlxoWH7av1e8tNfqmjqDHav6Or+OMYE4eP/f8v4O9D9Pj+h6/LrsCdC1417YDQKE+rMcsw7QLvb+jwbxWvzfb6Jv9pcfuv2M1JkFrvC2Yc8//zWS0wvbm3eNZ8n7FNyfXWvCubQeAQn3cULYMS1/197ZaVjAvD2Uv1u/NNfr2+Peh7pf7vjm+Dv3hwIaY6dH62uRcfd2yv/SAJ8daCJ2s81+1dyjb3Ev52kCdW+qDyWA2mDOOTzAD+EVlB3NdhcOPl6ru2iigTyGBqo8zaZxfNnyG7SbkpHH/t/QW/XPS2Lt6pHGWcJC/5en+18DSs/T7m/qD9jtdf/8SdQxVdLb4Y0mRDwBP+zjspb8kNPz+8fHlO2F9bva7ch/O68dfPv9c/jgLwZgiQeuPq0p4fj09pD0N0Pnjp4bCL2qUYG07AJRuc495qXyC1FA2AACl+K2Cuf/vUvSiAADl+u16zAAAlIxgBgCgIAQzAAAFIZgBACgIwQwAQEEIZgAACkIwAwBQEIIZAICCZAfzV9t0Nz8tp8yX3U7nyz5MTelop3FU03OmpnU8QqZuXJ9L2U0NmZiMJG//Eql1nE2J12sOJmHxr9l0nWpK0Us4bzYAYF12MNdV1dVNa/9um5udKzt+zRkmix5IOJ+dyptI0GybJWxp9aif1i+SMZ6dzOWtgzc+9/71+eEqU57e/eTfL1kgZGERCwDAxK6h7K8v6T1/fzD7BSL8dr9gQR8cvnd7dz02EzB+sQgdNqoXngwcvYiE9PjsghcqmJf2X1vEYdiuV5dyC05sCv+9qz9NxcEcO/ohY/J+AgAW7Qrmtq66qu57z7qcYQgqVXRwpIJ72G6Drw89WU7RBpf5W1ZbisNB6pkGkoRwv0/PrdSUCM30/r3FMNPna4XLTuY5GsxyTHdvl1JT7ueRVJX9zb1L3yUAQMrmYG7rW1fdmuS2MywGr7EazD5EpWfrXjjZx0gG6yQ0DV2nsjuY4yBOHfO7yFCz+eAxd/zUfctm7pv9kOMeAgDybArm5lZ1t0RP2ZczLAavsbj9I4LZGI6zp7d8spnrO3JuMlqxfQ1oAIDICuavr9b++OvWjL/Erqtb136Fv8w+Q04w+8evpwkVPdR9NJhNDJ0zlK2/Qzbnf7lHIdWH3kO2zdSxbP9QdvDjLHt9pp745gi5l6nnrbnj9z1w/Uvs1L0HAMzLC+a27irbEOty65qTg1kacV+/bcwlXN3jMXzVj7MkRO13yZfuD3/8iwsLU2Rnt6/s5+uVp4fXBEUFTOrHX/K3C+fV/Y2XfJjw24KgV+z5xcGWy53Tnv3d8LU/97me7XKgzhxfwtzVq8t8PQCA2K4ff80VbCDhvau3DAD4lRHM38z/F6++jEPeAAAIghkAgIIQzAAAFIRgBgCgIAQzAAAFIZgBACgIwQwAQEEIZgAACkIwAwBQkOxglvmyZRELOzFGdeuaNpyOU8oZ/HKEehIOPfcyjrPzf7v7m5qS087vbd+H+fnAh2k5E/NtLu/v5h9Xx98md//58wOAkmUHs11ZqulXlmqb9NKP55AGVc/B3M/tTDafRObovj5kyuze69k9dXbFU4Wax9Nsk0U4zHsii4jEG1f2t3Nwq+1bF7nI23/h/ACgcLuGsr83mMPG109pKY2/LGBhF03QyxMGi1BIjypeqD9exMH06oLVo+a3y3nIc6lz8Y6fX479q0tNg0zOZ7x+6Y2qy5EdJuEmr7FPzWxb2j8+vjwOgnxFzv5L5wcApdsUzMMqU4klH6WcI9FjVssoWtLrk2FS0+janp8JO98DfNyjJRYlCE34eX1DPg7fykpQelnHnO1BWx/3EMWB88uzP5jtuZnr6c9HPjzIh42xnmSwxvfH34DcYFb7m1eYDwKmDvPh5Go+sMi1B/dj1fL+a+cHAKUrtMc89ijtd8zxuompMBTSEAf7+qIDTBr2cZs07mH1y9tzg3n/+b2fXIM/tvTY7RrUbttasIaLcLg61A6rwWwe6/sn30enbtWslf3Xzg8ASrcrmKXU8gOwk9dj7kkwrwTVXPDZUN3Q+zTdRmnYdY84kNh+KJi3nt+3CM9Jgi24PgnW4AklsW1t/0lwz96rtE37L507ABQqK5jlF9m3qupq9eOvS1VPhrPPcSSY+4ZbhqLnyLC47oHLULVuvNe226FSd+yX/Lgo1SM7cH55DgxlG+rq7PkEpyM9UnXusn0221LBt7J//8FGnYE8ntyr+evL298hmAF8oOwe81fbmHB2w4Pf9t+lot6RDW29vS9h2xv+d5qLfB9pXuCredjvJfV20/irY6xtt98J+3OUbdKjNn/3QXz8/PL44+wIZvdhQo49Hcbv2VEC/5qZ0NNDxvFrlvePf1yXuoKl68vZf/n8AKBku4eyUwUAABxDMAMAUBCCGQCAghDMAAAUhGAGAKAgBDMAAAUhmAEAKAjBDABAQQhmAAAKQjADAFCQzcHc1lV3uUwXsJByVD8d53SRAju14smLP8iUjT8/VaOberK4hS3WlXH/9pEpQ2XZSLs0J9N1AijMpmD++pL5smtT3hPMdtGBaP5jmVfazunsHueQ+a63vP5nydzb24L53df3Wfdvo3iBEfN4ZrptAPgRm4JZesu35iu55KOUw+xqQI8xGNzqQGFQRIsYmFAbtrlg99t8CRpe3wM3Jd1bmq9fVjKyz91N4+6224Us3PYsehEMu9Z0FMzBdjnWY1zgIuf6lva34kU0ZD1mN0rxCffP2r+6llx7cNru3xgAlCI7mL/auqtujf37vcFsGknXq5FGVB7qYJZlGcOGtQ82/VROj09CIhUsa/XbcJH63RO2R5+oJ03qGvc1tdn99VD2w4RWUJsc34SrtnR9a/v391S9QrZHXx+Ue/+8k4NZ3X8A+GnZwdzcqq52Sz2+PZil4TW9Pt9gDkEx07uJG9vdwZJRv+wXvCQeGl2Seq0OBvnb9ySDEl7P7PWt7t+H5Jpi798JCGYApcsO5tqvxexLVU9ec9hMw/7bBPPh4FzbP+y9zvm1gzke+k+fMwD8lE3fMfvy/h5zSAdF3lC2DgLT8JseY9z0J4PFyBmK3R8sUpe5luHl06FseXx9LAfF0vWt7R//mvplry8Mq3Lvn7d/KNucQHdXx5P7RS4DKMmmYLa/yvY9Zvd9sy5HjcOwrnGXoB6e843wwo+/nJc09n6/IAg716DHRTfw6z9ekmIbc3Oc4XW54eKCsN9PQsE8lr+HcI5/nGUC0BxM1750fev7h9cn2x9hBWXfP8vdsz3BbMiHjX3HBYD329VjnisAAOAYghkAgIIQzAAAFIRgBgCgIAQzAAAFIZgBACgIwQwAQEEIZgAACkIwAwBQEIIZAICCZAezrMXspzGUUtXt5DUAAOCYTcGcCmNdAADAMQQzAAAF2TmUXXW35g3LPgIA8Jvb9eOvr6+2u1W3ro3WZD7OL+cXF7+8H9vZzvb92wF8gl3BLKU2wdycHswAAPzesoK57yFXXd303zG3Td1VVf2GHjMAAL+37B7zV9uYcHZDY9JbbvmOGQCAs+0eyk4VAABwDMEMAEBBCGYAAApCMAMAUBCCGQCAghDMAAAUhGAGAKAgBDMAAAUhmAEAKAjBDABAQTYFs8yZXd/88o/TaTmPej2uru64XLvHy70IhXt29+v4vt1n3zi3EtJ927pHr9ezez7u3dUc45qsO/f4AFCm7GDuQ/k2LGSRKkdJMPvG9nm/dL7Nflx/rWB+XH/dZfjkvbo/3Zv1ernH/cNR//zj+eiuG4N58DThnPhHkXd8AChXfjA3t+7WTBeu0OVMOpgDpsc09ohMr+n+MM28cD0wE3r9dhN+0ni756Sqh33eBIL0uNz+si1o32fr78l52efNTrbn5uoYTtWETdhjUxfxMkHk6tXFX6cfMfCP9bG81eOvnH+el1vX9/gHCLmm+H183t1zcj+Sb3KGmWCOpY4PACXLDua2NsFsesyVbbArE9LTnvOZ5oL5cb+HQSNBZMKn/1uCr+9dv0xo2WAxfw9BYEg427AaKpFe1RhAi/V7JhQkdCVUbD3mNbq+8e/0dSz1mCdBkgqgheNnnf+qk4JZ3o9r+MHAjor4C3x3MCeODwClyw7m5iYN9fi9clvXXfPG9ZiTwWyDt+8JhsUFiGuILQkvV4EOOzuEGrXUw/a1+r2lUDB1BD1W83d8HWcEc/L4uef/Hex9mB7X9/h1WQ3YlLVgnjk+AJRuUzBX9dhLlh50ffKPv7R0j1mGaRd6fxJMR4J5rX5vNhTM/tJj999xGpOgNd4WzLnn/2YyWmF78+7xLHm/4puTayGYs48PAAXK/465rbuqqrvW9JLlh2DN7Qd6zIYMS1/197ZaVjAvD2Uv1u/NhYI9/n2o++W+b46vQ384sCFierS+NjlXX7fsLz3g/GDOPP9Ve4eyzb2Urw3UuaU+mAxmgznj+Ml7sPH4AFCg7GCWIr3k8Tvm6Q/BTiGBao/hS9w4v2z4DNtNyEnj/m/pLfrnpCV29UjjLY2z/C1P21B8Ss/S72/qD9r3dP39S9QxVNENvz+WFPkA8LSPw176S0LF7x8fX74T1udmvyv34bx+/OXzz+WPsxCMKRK0/riqhOfX00Pa04CdP35qKPziP4xtOD4AlGpTMK+VT5AaygYAoBS/VTD3/13KlQK+iwUAIPbb9ZgBACgZwQwAQEEIZgAACkIwAwBQEIIZAICCEMwAABSEYAYAoCAEMwAABckK5q+vprupKQ5tuTWT1x2mplS00yiq6TnPnlZRpnacm2965KaGTExGkrd/idQ6zqbE6zUHk7D412y8Tjv/t61nnPcbAJAnP5irenwsC1q8I5iNyaIDEs4/OtmxzF29bZawpdWjfprcX73IhczlrcMzPvf+9RvCVeYB1683j5mrGgDy7RrKbuv3LWKxFMx+gQi/3S9o0AeB792aILC9NRMwEhLuuaFKqU+eG/aL6EUkTI/vbhe8UMG8tP/aIgrDdr26lFtwYlP47139aSoO5tjWDxmygEZQnVwzyQwA2XYFc13dJks+SjnDEFSq6OBIBfew3QZfHwwynGqDy/wtYRFng9QzDSQJ4X6fnlupKRGa6f17i2Gmz9cKl53MczSY5Zju3i6F5o5QTQbzxhEHAPidbQ7muWFsKWdYDF5jNZh9CEjP1r1wso+RDNZJaBozwbI7mOMgTh3zu7z69Yvnjp+6b2sIZgA4ZnswN7euqtvktjMsBq+xuP0jgtkYjrOnt3yy2eDcd27y9UJwr6X++OYDAGZtDubmVnV1Ox3GlnKGnGD2j19P0+jroe6jwWxi6JyhbP0dsjn/y93UpPWh95BtM3Us2z+ULed2Hy5Qrs/UkwrOxUBdOL7Z766uKfU1AgBg3qZg9r/ObhPfL0s5SsLOf69sG3MJV/d4DF/14ywJUftd8qX7wx//4sLCFNnZ7Sv7+Xrl6eE1QVEBk/rxl/ztwnl1f+MlHyb8tiDoFXt+iWDL4s5pz/5u+Nqfu4Rv6vRSH2ZGy8fvv9939e/64AEAv69dP/6aK9hAwpvQAgBECOZv5v+LV1+iH0oBAH57BDMAAAUhmAEAKAjBDABAQQhmAAAKQjADAFAQghkAgIIQzAAAFIRgBgCgINnB3E/H6SbGmJmW8wx+OUI9CYeeexnH2fm/3f1NTclp5/e278P8fODDtJyJeTuX9p++v/um7bTzpPu6ro/hGs6qHwB+SnYw68Ur5laYOoc0+HoO5n5uZ9rWk8gc3RJk/n6+nt1TZ2s8Vah5PM1eWYTDvCcSjvHGlf3jFauWFgOZI8F/f5gPFIndzqgfAH7SvmCeWZP5HHEw942rb9z9lJbS2MoCFnaxCN0YB4tQSI9w7E314kUcTMMdrB41v10vhiH0uXjHzy/H/tWlpotTyPmM159cTzkK32HFqJlta/trm5eWlNWrFuqL7Vm6EgB+Uv5QtoRxVXXVxZTbrWsSSz+eI9FjVssoWtLrk2FS00DbXpMJO997etyjJRYlCE34eX0Pahy+lZWg9LKOOduDXIh7iOLA+eXZH8z23Mz19OcjHx7kw8ZYTzJY4/vjb0BuMKv9AyuhnST329yvYIWx4IYqe+oHgB+WHcxtUw9h/NU2Xd28M5hdo2uLBGHU8qbCUEhDHOzriw4w6SGO266Thn15e24w7z+/95Nr8MfuQ248/lqwhotwuDrUDluCeXIvM/hzH49pPrg90qMOe+oHgJ+WHcx1dRt+8GV/CPaNQ9kTc8FnQ3VD79N0G+3awbM9uun2Q8G89fy+RXhOErzB9S31OhPb8veXkZDtH0hsMEf3cPJhwNpXPwD8tA3fMY/D1zKsXWYw9420DEXPkWFx3QOXoWodHGvbJRj8se0vg6Meo3Xg/PIcGMo21NX1oaYrMUGqfwUv25O5KlKhm7v/bGCLpeuTwJXwd8ew39knesyL9QNAufK/Yw7+u5QJ6W/571JxT0hCW2/vS9j+9mEzbDdBKw20r0Z6Ufdgu2n81THWtvdBoLZJj9r83Qfx8fPL44+zI5jdhwk59nQYv2dHCfxrZj9guPNPvCZn/+Vh5pXri9+D5DUs1Q8A5coO5pwCAACOIZgBACgIwQwAQEEIZgAACkIwAwBQEIIZAICCEMwAABSEYAYAoCAEMwAABSGYAQAoSHYwf321Xf3mKTn76TijaTifbnrHkxd/kCkl56aL/D5u6sniFrZYV8b92+71evbrZJt/a594/gB+fdnB3NZVV9Wt/VtCumn6v3U5TBYeMEGlFx+QeaXtnM7ucY7PWlVI5n3eFszvvr7fYlWmhYVGAOAnZQdzc6u62q0uJaWW1aaiXvNhdkWgxxgMboWgMChe3UMtAiFr/Q7bXLD7bb4Eixn4Hrgp6YZ5vn675KA8dzeNuttuF1Fw27PoBRjsWtNRMAfb5Vhq5aSc61va34oX0ZD1mN0oxSfcP+vY6loWwQygULt6zG1Td9UlDGoph7kg9o2mXzJQB7Msyxi0pzaIwvDJ6fHp5Ru1tfptuEj97gnbo89u4KWucV9Tm91fD2U/TGgFtcnxTbhqS9e3tn9/T9UrZHv09UG5988jmAH8ujZ8xxwu+3ir3hjM0vDKd4AusIagGLaHpHE/JVgy6pf9gpdsaeBTr5Vj+mCWv31PMijh9cxe3+r+fUiuKfb+nYlgBlCo7GCOS23CuX3LUPa0Yf9tgvlwcK7tH/Ze5xDMAPBzNvSYxx976WFtXQ5bC2b7dxjC8VCp0K+RRfuvpscYN8HJYDFyhmL3B4vUZa5lePl0KFseXx/Te6AtXd/a/vGvqeVXyjI6oa+p3PvnMZQN4Ne16TtmOyxaVd0t8YtsKUeNw7CucZegHp7zjfDCj7+clzS6fr8gCDvXoMdFN/DrP16SYsPFHGd4XW4j74Kw309CyjyWv4dwjn+cZQLQHEzXvnR96/uH1yfbH2EFZd8/y92zHcEsH0z8MYcy3HsA+Hm7h7JTBQAAHEMwAwBQEIIZAICCEMwAABSEYAYAoCAEMwAABSGYAQAoCMEMAEBBCGYAAApCMAMAUJAgmNum6eqbTL05XWtZiqzJXMkUhlU9WcBCCgAAOCbZY5aVo+Jgbutbd2v6577auru9YxELAAB+c9nBrJ/r12aug+1SAADAMbuCee41AADgmMKC2S/nFxe/vB/b2c72/dsBfIKdQ9ktQ9kAALzBph9/1erHXxU//gIA4HRBMNdVNAQW/beo+pZ+3hcAAHBMsse8twAAgGMIZgAACkIwAwBQEIIZAICCEMwAABSEYAYAoCAEMwAABSGYAQAoCMEMAEBBCGYAAAoSBHPbNF19q7rLJTFX9sI2X456Pa7jdKBBuXaPl3sRCvfs7tfxfbvPvnFuJaT7tnWPXq9n93zcu6s5xjVZ96vf7v7tXO8P8wwAfI5kjzm1iEXOtqMkmH1j+7xfOt9mP66/VjA/rr/uMnzyXt2f7s16vdzj/uGof/7xfJjg3HknniZ8E/8o+n9DY51P9W8KAD5BUcGs6WAOmB7T2CPTPSLXAzOh12834SeNt3tOqnrY500gqB6VbAva7dn6e3Je9nmz09Az00FrwibsMaqLeJkgcvXq4q/Tjxj4x/pY3urxV84/z8ut63v8A4RcU/w+Pu/uObkfyTc5w0wwxwhmAJ/m44L5cb+HQSNBZMKn/1uCr+9dv0xo2WAxfw9BYEg427AaKpHe2xhAi/V7JhQkdCVUbD3mNbq+8e/0dSz1mCdBlgqgheNnnf+qk4JZ3o9r+MHA9mj9Bb4tmOU99R9MDl0BAHy7zwrmmR7nECAuCCwJL1eBDrvUsPiwfa1+bykUTB1Bj9X8HV/HGcGcPH7u+X8Hex+mx/U9fl3mA3bBYjA75tPKw3wo21U/APyQD+sxyzDtQu/vaDCv1e/NhoLZX3rs/jtWYxK0xtuCOff830xGK2xv3j2eJe9XfHNy5QSz0P8mAOADfNxQtgxL6x/3BLKCeXkoe7F+by4U7PHvQ90v931zfB36w4ENMdOj9bXJufq6ZX/pAecHc+b5r9o7lN33UPUvsVMfTAazwZxx/Jl70P/YzD//Mi8z9cyeAACUJwjmuhqHF22p6q51Iby0zZdTSKDq40waZ2ls1X+rMg2xNO7/lt6if04aYlePNN4SDvK3PN3/Glh6ln5/U3/Qvqfr71+ijqGKbvf9saTIBwD58ZH9wZk6xktCxe8fH1++E9bnZr8r9+G8fvzl88/lj7MQjCkStP64qoTn19ND2tOAnT9+aij8onvEbvjab9t+7QDws5I95r3lE6SGsgEAKMVvFcz+l7qTXhYAAIX47XrMAACUjGAGAKAgBDMAAAUhmAEAKAjBDABAQQhmAAAKQjADAFAQghkAgIIEwdw2TVffqu5ymc6H/dU23c1PyynzZbfT+bIPU1M62mkc1fScqWkdj5CpHefmmx65qSETk5Hk7V8itY6zKfF6zcEkLP41G67z9Xr29Zt6PvP+AMDPSvaYUwtV1FXV1U1r/26bm50rW2+XcobJogcSzmen8iYyd/W2WcKWVo/6af0iGePZyVzeOkDjc+9fvyNgZT5wghkANssOZl2+vqT3/P3B7BeI8Nv9ggZ9APje7d0tAmECxi8WocNG9cKTwaEXkbjIuUTBvLT/2iIOw3a9upRbcGFT+O9d/WkqDubY7g8ZBDMA7LIrmNu66qq67z3rcoYhqFTRDXwquIftNvj60JPlFG1wmb9ltaVgH0PqmQaHhHC/T8+t1JQIzfT+vcUwmwRWuOxknqPBLMd09za+MZrcz6XtSwhmANhlczC39a2rbk1y2xkWg9dYDWYfoub51HrMXjJYU2Gi61R2B3McxD8ZYG6JxLnjp+5btp+8LgD4YJuCublV3S3RU/blDIvBayxu/4hgNobj7Oktn2zm+g6fW+peAgBWZQXz11drnjOh3IzPyWvaKLzPkBPM/vHraUJFD3UfDWYTQ+cMZevvkM35X+6mJq0PvYdsm6lj2f6hbDm3+3CBcn2mnvjmCLmXqeetjOMTzACwSxDMtf/vUL5UtQ3fr7buKv28LdNe9VESdr5+mwkSru7xGL7qx1kSova75Ev3hz/+xYWFKbKz21f28/XK08NrgqICJvXjL/nbhfPq/sZLQslvC4Jesee3EGyL3Dnt2d8NX/tzl/BNnV7qw8xo/vj+B3lBSfbIAQApyR7z3oIN6FECABII5m8W9ijHIW8AAATBDABAQQhmAAAKQjADAFAQghkAgIIQzAAAFIRgBgCgIAQzAAAFIZgBAChIEMxt03T1repS023KfNmyiIWdGEPm0m7D7VLO4Jcj1JNw3JmF41R2/m93f1NTctr5ve37MD8f+DAtZ2LezqX9p++vmm41SzRl6mTfl52m1U+Jer0/klOOAkCpkj3m1OpSdmWppl9Zqm3SSz+eQxp8PQdzP7cz2XwSmaP7asLK38/Xs3vqbI2nCjWPp9kri3CY90QWEYk3ruwfr1i1tBhISrAIh8z7bR/3D0Vf3/jEc2P9APDTsoNZl+8N5r6x9Y2vn9JSGtuhZ6Qb+2ARilSPKV7EwTTcwSIL89v1YhhCn4t3/Pxy7F9daro4hZzPeP3Smw5yLLHKlLzGPjWzbW1/7eiyl9PrCRHMAD7NpmAeVplKLPko5RyJHrNaRtGSXp8Mk5oW2fb8TNj5HuDjHi2xKEFows/zPSr/GlkJSq9+lLM9CIK4hygOnF+e/cFsz81cT38+8uFBPmyM9SSDNb4//gbkBrPaP7AS2qtc3cH9tOTfjP/gc6B+APgBhfaY+0a1LxKEUdObCkMhDXWwry86wKSHOG67TpZlXN6eG8z7z+/95Br8saXHbtegdtvWgjW1rKO+1i3BPLmXW5h69XknmU8fMvqRfC8AoFC7gllK6jXnkGBeaXDngk/2neudpZiGW36oNLtecGL7oWDeen7fIjwnCd7g+iRY59IzsS1/f+nV7vtAYn9cZurMituFDwYAUKKsYJZfZN+qqqvVj78uVT0Zzj7HkWCWTf1Q9Jzgx0OGDFXr4Fjbbody3bFf8uOnqMdoHTi/PAeGsg11dfZ8gtORnqg6d9mezFWRCt3c/WcDW8xdX98D1vXHH5TC90+uz9QzexwAKE8QzHU1Dk/aosL3q21MOPvnTXB/y3+XioZFbWjr7X0J290+bIbtpqHWvSvppd2D7abxV8dY226/E/bnKNukR23+7oP4+Pnl8cfZEczuw4QcezqM37OjBP414Rsw0EPa8Wty9l8exp65PglzV68uQT1u+Npv235vAeBnJXvMewsAADiGYAYAoCAEMwAABSGYAQAoCMEMAEBBCGYAAApCMAMAUBCCGQCAghDMAAAUhGAGAKAgQTC3TdPVt6q7XOYXsWjr+e1H9dNxRtNwPt30jicvRCBTSs5NF/l93NSTH7jIQhn3b7vX69mvk23+rX3i+QP49SV7zLPrMX/JfNm1Ke8JZj8Xsl7cQOaVtnM6u8c5ji6+/71k7u1twfzu6/us+7fTwkIjAPCTNgWz9JZvzdfs9sPsikOPMRjcCkRhUESLFJhQG7blLHLge+CmpBvm+fpl4QX73N006m67XcjCbc+iF8Gwa01HwRxsl2M9xkUYshZxWNjfihfRkHWN3SjFJ9w/69jqWhbBDKBQ2cH81dZddWtmt0s5zAWxbzT9koE6mGVZv6A9tUEUhk9Oj08v36it1W/DRep3T9gefXYDL3WN+5ra7P56KPthQiuoTY5vwlVbur61/ft7ql4h26OvD8q9fx7BDODXlR3Mza3qarfU49uDWRpe+Q7QBdYQFMP2kDTupwRLRv2yX/CSLQ186rVyTB/M8rfvSQYlvJ7Z61vdvw/JNcXevzMRzAAKlR3MqbWa9XYph8007L9NMB8OzrX9w97rHIIZAH7Opu+YfXl/jzmkgyJvKFsHgWmATY8xboKTwWLkDMXuDxapy1zL8PLpULY8vj6m90Bbur61/eNfU8uvlGV0Ql9TuffPYygbwK8rCOZUr7hVAWx/le23ue+bdTlqHIZ1jbsE9fCcb4QXfvzlvKTR9fsFQdi5Bj0uuoFf//GSFBsu5jjD63IbeReE/X4SUuax/D2Ec/zjLBOA5mC69qXrW98/vD7Z/ggrKPv+We6e7Qhm+WDijzmU4d4DwM9L9pj3FgAAcAzBDABAQQhmAAAKQjADAFAQghkAgIIQzAAAFIRgBgCgIAQzAAAFIZgBACgIwQwAQEGCYG6bpqtvVXe5TOfClrWY9TSGVd0G26UAAIBjkj3m1CIVEsypMNYFAAAcQzADAFCQTcE8DmVX3a0Jt0sBAADHZAezLl9fbXczr9FLQko5zi/nFxe/vB/b2c72/dsBfIJdwSwl9RoAAHBMVjD3PeSqq5v+O+a2qbuqqt/QYwYA4PcWBHNdRUNgKny/2saEs3/eBHc77VEDAIBjkj3mvQUAABxDMAMAUBCCGQCAghDMAAAUhGAGAKAgBDMAAAUhmAEAKAjBDABAQQhmAAAKQjADAFCQIJjbpunqmyzvmF7EQubM7rfL1JzTaTmPej2uru64XLvHy70IhXt29+v4vt1n3zi3EtJ927pHr9ezez7u3dUc45qs+9Vvd/92rveHeQYAPkeyx5xaOaoP5duwkEWqHCXB7Bvb5/3S+Tb7cf21gvlx/XWX4ZP36v50b9br5R73D0f984/nwwTnzjvxNOGb+EfR/xsa63yqf1MA8Anyg7m5dbdm2ovW5Uw6mAOmxzT2yHSPyPXATOj12034SePtnpOqHvZ5EwiqRyXbgnZ7tv6enJd93uw09Mx00JqwCXuM6iJeJohcvbr46/QjBv6xPpa3evyV88/zcuv6Hv8AIdcUv4/Pu3tO7kfyTc4wE8wxghnAp8kO5rY2wWx6zJVtsCsT0tOe85nmgvlxv4dBI0Fkwqf/W4Kv712/TGjZYDF/D0FgSDjbsBoqkd7bGECL9XsmFCR0JVRsPeY1ur7x7/R1LPWYJ0GWCqCF42ed/6qTglnej2v4wcD2aP0Fvi2Y5T31H0wOXQEAfLvsYG5u0tCN3yu3dT15zZmSwTzT4xwCxAWBJeHlKtBhlxoWH7av1e8thYKpI+ixmr/j6zgjmJPHzz3/72Dvw/S4vsevy3zALlgMZsd8WnmYD2W76geAH7IpmKt67CVLD7o++cdfWrrHLMO0C72/o8G8Vr83Gwpmf+mx++9YjUnQGm8L5tzzfzMZrbC9efd4lrxf8c3JlRPMQv+bAIAPkP8dc1t3VVV3rXlefgjW3H6gx2zIsLT+cU8gK5iXh7IX6/fmQsEe/z7U/XLfN8fXoT8c2BAzPVpfm5yrr1v2lx5wfjBnnv+qvUPZfQ9V/xI79cFkMBvMGcefuQf9j8388y/zMlPP7AkAQHmCYK6rcXjRFhfEfrv0ksfvmMNQlnIKCVR9DpPGWRpb9d+qTEMsjfu/pbfon5OG2NUjjbeEg/wtT/e/Bpaepd/f1B+07+n6+5eoY6ii231/LCnyAUB+fGR/cKaO8ZJQ8fvHx5fvhPW52e/KfTivH3/5/HP54ywEY4oErT+uKuH59fSQ9jRg54+fGgq/6B6xG77227ZfOwD8rGSPeW/5BKmhbAAASvFbBbP/pe6klwUAQCF+ux4zAAAlI5gBACgIwQwAQEEIZgAACkIwAwBQEIIZAICCEMwAABSEYAYAoCBBMLdN09W3qrOrSKmpOL++mu7mJ+bw5dYM2305TE3paKdxVNNzpqZ1PEKmdpybb3rkpoZMTEaSt3+J1DrOpsTrNQeTsPjXbLjO1+vZ12/q+cz7AwA/K9ljjhexsMFc1eNjWdDiHcFsTBY9kHA+O5U3kbmrt80StrR61E/rF8kYz07m8tYBGp97//odASvzgRPMALBZVjDHpa3ft4jFUjD7BSL8dr+gQR8Avnd7d4tAmIDxi0XosFG98GRw6EUkLnIuUTAv7b+2iMOwXa8u5RZc2BT+e1d/moqDObb7QwbBDAC77Armue1nGIJKFd3Ap4J72G6Drw89WU7RBpf5W1ZbCvYxpJ5pcEgI9/v03EpNidBM799bDLNJYIXLTuY5GsxyTHdv4xujyf1c2r6EYAaAXTYH89wwtpQzLAavsRrMPkTN86n1mL1ksKbCRNep7A7mOIh/MsDcEolzx0/dt2w/eV0A8MG2B3Nz66q6TW47w2LwGovbPyKYjeE4e3rLJ5u5vsPnlrqXAIBVm4O5uVVd3aa3nSEnmP3j19OEih7qPhrMJobOGcrW3yGb87/cTU1aH3oP2TZTx7L9Q9lybvfhAuX6TD3xzRFyL1PPWxnHJ5gBYJcgmOuq/95xKFXdtSqg/a+z9XO6HCVh549tM0HC1T0ew1f9OEtC1H6XfOn+8Me/uLAwRXZ2+8p+vl55enhNUFTApH78JX+7cF7d33hJKPltQdAr9vwWgm2RO6c9+7vha3/uEr6p00t9mBnNH9//IC8oyR45ACAl2WPeW7ABPUoAQALB/M3CHuU45A0AgCCYAQAoCMEMAEBBCGYAAApCMAMAUBCCGQCAghDMAAAUhGAGAKAgBDMAAAUJgrltmq6+Vd3lMp0ru5+O002MMTMt5xn8coR6Eo47s3Ccys7/7e5vakpOO7+3fR/m5wMfpuVMzNu5vL+bf1wdf4vpvw81Xati51H3r70+ktOOAkCJkj3m1CIWevGKuRWmziENvp6DuZ/bmWw+iczRLUHl7+fr2T11NsZThZrH0+yURTjMeyLhF29c2d/Owa22L8/JPRWveCX7x8EsHwzuD/OBI3waAD7CvmCeWZP5HHEwh423n9JSGmNZwMIuFqEb62ARCumRxb2leBEH07AHiyzMb5fzkOdS5+IdP78c+1eXmgahnM94/dKbDXIuscqUvMY+NbNtaf/4+Klg3WKyNKU53j06JwD4JNnBbMO4qrrqYsrNbE8s/XiORI9ZLaNoSa9PhklNA2x7RSbsfO/ocY+WWJQgNOHn9UEwDt/KSlB69aOc7UG7H/cQxYHzy7M/mO25mevpz0c+PMiHjbGeZLDG98ffgNxgVvubV5gPAqYO8+HkakJVrj24H1skjm/fD1NnsALZ7gMAwPfLDua2qYcw/mqbrm7eGcyuUbVFgjBqWVNhKKShDvb1RQeYBMO4TcIhrH55e24w7z+/95Nr8MfuQ2w8/lqwppZ11Ne6Gszmsb5/MuyculU5Ju+F4a9tPCfzwe5xIPwB4JtlB7M853/wZX8I9o1D2RNzwWdDdUPv03QbJRh0jziQ2H4omLee37cIz0mCN7g+CdY4/bzEtrX9J8E9e6/WyEjK9N+JDeboHk+OCQAF2/Ad8zh8LcPaZQZz3wjLUPQcGRbXPXAZqtbBsbZdGn5/bPvL36jHaB04vzwHhrINdXV9aOlKpEerzl22R9k7SoX2yv79Bxt1BvJ4cq8yri91bEsCWz4cuDrtd/r0mAF8jiCYa//foXxR/y0q/O9S0+CWcobwv8PEPR0Jbb29L2H7HP53nIt8n2le4KuRXtY92G4af3WMte19Q6+2SY/a/N0H8fHzy+OPsyOY3YcJOfZ0GL9nRwn8ayah2dND2vFrlvePf1yXuoL165uMXGjxe7Tt5gLAj0r2mPcWAABwDMEMAEBBCGYAAApCMAMAUBCCGQCAghDMAAAUhGAGAKAgBDMAAAUhmAEAKAjBDABAQYJgbpumq29Vd7lMp9z8+mrHKTvfNCVnPx3ndJGDfmrFcxd/kCkl56ab/D5u6sniFrZYV8b92+71evbrZJt/a594/gB+fckec3LZx7rqqrq1f0tIN03/ty6HycIEJqj0/Mkyr7Sd09k9zpFadahcMq/ztmB+9/V91v3baWGhEQD4SdnB3JiedO1Wl7KvkdWmotccZlcMeozB4FYQCoMiWgTBhNqwzQW73+ZLsNiB74Gbkm6Y5+u3SwrKc3fTqLvtdpEEtz2LXmDBrjUdBXOwXY6lVkbKub6l/a14EQ1Zj9mNUnzC/bOOra5lEcwACrWrx9w2dVddwqCWcpgLYt9o+iUDdTDLsoxBe2qDKAyfnB6fhESqYV6r34aL1O+esD367AZe6hr3NbXZ/fVQ9sOEVlCbHN+Eq7Z0fWv79/dUvUK2R18flHv/PIIZwK8rO5jjZR9v1RuDWRpe+Q7QBdYQFMP2kDTupwRLRv2yX/CSLQ186rVyTB/M8rfvSQYlvJ7Z61vdvw/JNcXevzMRzAAKlR3McZHX+LWafTlspmH/bYL5cHCu7R/2XucQzADwczb0mMcfe+lhbV0OWwtm+3cYwvFQqdCvkUX7r6bHGDfByWAxcoZi9weL1GWuZXj5dChbHl8f03ugLV3f2v7xr6nlV8oyOqGvqdz75zGUDeDXFQTz8N+hfKnqoVcsYdw/V3W3xC+ypRw1DsO6xl2CenjON8ILP/5yXtLo+v2CIOxcgx4X3cCv/3hJig0Xc5zhdbmNvAvCfj8JKfNY/h7COf5xlglAczBd+9L1re8fXp9sf4QVlH3/LHfPdgSzfDDxxxzKcO8B4Odd/vWvf3UUCoVCoVDKKMmhbAqFQqFQKD9TCGYKhUKhUAoqBDOFQqFQKAUVgplCoVAolIIKwUyhUCgUSkGFYKZQKBQKpZjyn+7/t7g/jXagrh4AAAAASUVORK5CYII=)